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Lemma. A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.
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$$
\text { Summary } \quad n \text {-vtx polygon } \underset{O(n \log n)}{\longrightarrow} \text { "nice" pieces, } n^{\prime} \text { vtc } \underset{O\left(n^{\prime}\right)}{\longrightarrow} n^{\prime \prime} \text { triangles }
$$
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\longrightarrow\mp@subsup{n}{}{\prime\prime}\mathrm{ trianglesLemma. A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.

Lemma. A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.
Lemma.
A $y$-monotone polygon with $n$ vertices can be triangulated in $O(n)$ time.

Lemma.


Lemma.


Lemma.
 work

A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.
A $y$-monotone polygon with $n$ vertices can be triangulated in $O(n)$ time.

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing) diagonals yields $d+1$ simple polygons of total complexity $O(n)$.

Lemma.


Lemma.


Lemma.
homework

A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.
A $y$-monotone polygon with $n$ vertices can be triangulated in $O(n)$ time.

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing)
diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.

Lemma.


Lemma.


Lemma.
homework

Is this it?

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing) diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.
A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.
A $y$-monotone polygon with $n$ vertices can be triangulated in $O(n)$ time.

Lemma. work

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing) diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.

## Is this it? Tarjan \& van $W_{y k}$ [1988]:

Lemma. work

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing) diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.

Lemma.


Lemma.


Lemma.
home work

## Is this it?

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing) diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.
A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.
A $y$-monotone polygon with $n$ vertices can be triangulated in $O(n)$ time.

Tarjan \& van Wyk [1988]: $O(n \log \log n)$
Clarkson, Tarjan, van Wyk [1989]:

Lemma.

Lemma.
home work

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing)
diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.
Is this it?
Tarjan \& van Wyk [1988]:
$O(n \log \log n)$
Clarkson, Tarjan, van Wyk [1989]: $O\left(n \log ^{*} n\right)$

Lemma.

Lemma.
home work

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing) diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.

## Is this it?

A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.
A $y$-monotone polygon with $n$ vertices can be triangulated in $O(n)$ time.

Tarjan \& van Wyk [1988]: $\quad O(n \log \log n)$

Clarkson, Tarjan, van Wyk [1989]: $O\left(n \log ^{*} n\right)$
Chazelle [1991]:

Lemma.


Lemma.


Lemma.
home work

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing) diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.

## Is this it?

Lemma.

A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.
A $y$-monotone polygon with $n$ vertices can be triangulated in $O(n)$ time.

Lemma.
homework

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing)
diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.

## Is this it?

Lemma.

A simple polygon with $n$ vertices can be subdivided into $y$-monotone polygons in $O(n \log n)$ time.
A $y$-monotone polygon with $n$ vertices can be triangulated in $O(n)$ time.

Lemma.
homework

Subdividing a simple polygon with $n$ vertices by drawing $d$ (pairwise non-crossing)
diagonals yields $d+1$ simple polygons of total complexity $O(n)$.
Theorem. A simple polygon with $n$ vertices can be triangulated in $O(n \log n)$ time.
Is this it?
Tarjan \& van Wyk [1988]:
$O(n \log \log n)$
Clarkson, Tarjan, van Wyk [1989]:
$O\left(n \log ^{*} n\right)$
$O(n)$

Kirkpatrick, Klawe, Tarjan [1992]
Seidel [1991]: randomized

