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15,112-city Tour

WEae..  Groetschel's 120-city Tour
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Exakter TSP-Algorithmus: Schneller per DP!

DYNAMIC

“T"s IMPOSSIBLE. TO USE THE WORD
'DYNAMIC’ IN THE PEJORATIVE
SENSE ... THUS, I THOUGHT ‘DYNAMIC
PROGRAMMING' LJAS A GOOD NAME."
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